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Modular Design of Asynchronous Circuits Defined by Graphs

RENE DAVID

Abstract—An universal cell (CUSA) permits one to realize any
asynchronous automaton by associating such a cell with a state and
a connection with a transition. There is no internal variable as-
signment and all kinds of hazards are avoided. In the first part of
the paper we shall present the principle of the CUSA and the syn-
thesis method using flow tables. It is an original method which
enables one to reduce the number of cells and useful connections.
In the second part, the method is adapted to a synthesis from a flow
graph. In this graph, a node is associated with a state, not neces-
sarily a total state, and a branch with a connection. This synthesis
method is easy and systematic. CUSA are now being produced by
industry and are available as IC’s.

Index Terms—Asynchronous cireuits, description by graphs,
modular networks, synthesis from graphs, synthesis without as-
signment, universal cell CUSA.

I. INTRODUCTION

HE SYNTHESIS of asynchronous automata is

usually reduced to the well known synthesis of com-
binational networks. Huffman’s method [1], which consists
of describing the function by a flow table, of an assignment
of the internal variables, then of a combinational synthesis
of these internal variables and outputs, is an illustration
of this synthesis. This method presents difficulties in as-
signing the internal variables while satisfying the adjacency
conditions and eliminating all of the hazards.

Since then, interesting solutions for carrying out an as-
signment and for eliminating hazards have been suggested
by numerous authors. However, it remains difficult to
apply these solutions to problem of increasing complexity.
Different cellular approaches to automata synthesis have
been carried out [2]-[7]. In the majority of cases they
greatly emphasize the combinational aspect, and they all
have limitations at the level of either the structure or the
complexity of the automata. Low and Maley’s work [5] is
certainly the closest to the present work. However, there
are two types of cells, for total stable states and for un-
stable states, respectively, and no simplification methods
are given. The method introduced here has been developed
in order to obtain a systematic and simple synthesis
without assignment. In order to do this a cell is associated
with each state. The essential contribution consists of in-
troducing a cell with a particular delay insuring that the
networks obtained do not show any first-order hazards,
and also of an original synthesis and simplification meth-
od.
Initially, a method of synthesis was carried out by using
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a flow table as a description of the automaton [9], [10].
That work will be summarized in Section II. But the use
of flow tables is limited and it appeared necessary for large
systems to develop the synthesis starting immediately
from a graph describing an automaton more concisely [11].
In Section III, synthesis from a graph is presented; each
state, represented by a node in the graph, is not necessarily
a total state; some inputs may vary without any change of
state. - ;

This description and the synthesis which is deduced are
particularly well adapted to industrial type automata
which are rather complex.

' IL. PRINCIPLE OF SYNTHESIS FROM PRIMITIVE FLOW

TABLES [8]-[10]
In this section, the essential elements of synthesis will

briefly be summarized. For more details, the reader is re-

ferred to the works cited. It is assumed here that only one
input variable changes at a time.

A. Principle of the CUSA and Canonical Synthesis

_ The canonical synthesis principle with the help of CUSA
(in French Cellule Universelle pour Séquences Asyn-
chrones) consists of associating a cell with each total stable
state and a wire between two cells with each unstable state
or transition. The output of a cell is at level 1 if the system
is in the corresponding state.

Let us consider Fig. 1(a), as part of a primitive flow table,
and Fig. 1(b) the corresponding part of its primitive flow
graphl, associated with the state b. Near each branch of
this graph the input variable whose variation from 0 to 1
produces the corresponding transition is marked. For ex-
ample, passing from state d to state b corresponds to the
variation of x1 from O to 1, and passing from state b to state
a corresponds to the variation of x; from 110 0, i.e., to the
variation of x; from 0 to 1. Thus branchesd — b and b —
a are, respectively, labeled x and x7.

We shall associate a cell B, the output of which is ys,
with the state b, Let us see what logical and technological
conditions have to be satisfied by this cell B. _

Logical Conditions: To reach the state b it is necessary
to 1) be in one of the predecessor states a, d, or ¢; that is
to say, Ya + ya + ¥ = 1, and 2) reach the column where b
is stable; that is to say x1x2 = 1.

When the system has reached the state b, y, + ¥4 + Ye

1 A primitive flow graph is a graph in which each node is associated with

a total state, as a primitive flow table is a flow table in which each row is

.associated with a total state.
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becomes 0 but yp has to keep the value 1 until the input

- state changes, that is to say x ;x5 becomes 0. So we get, -

.of the predecessor cell A%

¥ = Wa+ya+ ye + yp)xixa.

In the genéral case, let us consider the state an, TEpTe-
sented by.the cell A,,, the output of which is y». The output
_1 is denoted as y,,_1 and state

a, is stable for the input statex1 cesmgt == (xf
corresponds to either x, or xj, and x} to either x}, or 2,
respectively). .

We get the logical conditions

Yn = (E_ Yhat yn) I =i
=2

The CUSA may be realized as shown in Fig. 2(a). We
shall now discuss the delay A

Technological Conditions: The network has exactly the
same behavior at each transition: one CUSA takes the
value 1, while the precedmg one comes to the value 0. To
avoid all hazards, it is sufficient to insure that each tran-
sition behaves correctly.

_ Let us consider the transition from state a,—1 to state
an (Fig. 3: other inputs that x are constant and are not

- represented). The possible malfunctions are the following:

the 1 level is not propagated to-the CUSA A, which keeps

the 0 value; or it is propagated too quickly and a 1 value

appears on Yn+1; a hazard appears on the output 2.
These possible malfunctions are avoided by a delay A

_ introduced at the output of each cell. Let us see what must

- the rising input x* and its complement x*' is denoted by

o

be the properties of A. In Fig. 3 each CUSA is made up of
two gates S and P and a delay A. We shall denote the as-
sociated propagation times by subscripts r and f for a rise
and a fall of their outputs, respectively. The delay between

5(1,0).

1) To be sure that ¥, has enough time to achieve the
value 1, it is necessary that path 1 be longer than path 2
(Fig. 3).

8(1,0) + Pr+ A > Py
Ae>Pr— 8(1,0) — Pf— Afo-

2) To avoid the possibility of y,+: taking a transient
value 1, we find, similarly

A > 6(1,0) = P — ;= Mo,

3) The continuity of an output 2z, the value of which is
1 in states a,.-1 and a,, is insured if

Part of a pnm.:t:ve flow table and of the corresponding flow
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Fig. 2. CUSA. (a) Realization with OR, AND gates. (b) Symbolic repre-
sentation.

Fig. 3. Transition from state a,—1 to state a»:

A= A > P, = 8(1,0) = Pr= Xo.

The delay A which is in turn A, and A has to satisfy si-
multaneously the three preceding inequalities. The values
of Aro, Aso = Ag depend on the conditions of use (possible
delay between an input x and its complement x', fan-in,
fan-out, . ..) and of the technology (characteristics of the
components dispersion of these characteristics,...).
Considering the worst case, and a security margin, we re-
alize a delay which merely delays with a different value for
the rise (A;) and the fall (/) of its input level.

When the CUSA are carried out technologically, in-

cluding the delay designed once and for all, we have a ca-

nonical wiring which consists of interconnecting identical
CUSA as shown in Fig. 2.

From a primitive flow table, the canonical wmng con-
sists of associating a CUSA with each state and in wiring
such that (see Figs. 4 and 5): .

1) The primary inputs are associated with the column
of the corresponding state.

2) The secondary inputs correspond to the outputs of
the predecessor CUSA.

3) Each output is realized by an OR gate.

Remarks:

1) The CUSA may be realized with an OR and an AND
gates as shown in Fig. 2, or with 2 NOR gates (one has to
replace x} by x}'), or with 2 NAND gates (then the active
level is 0 and a network output is realized by a NAND
gate). - j : '

.2) CUSA are now available from the SESCOSEM
French company as TTL integrated circuits [13]. The de-
lays are integrated in DIL packages and the designer of

sequentials networks need not worry about these delays.

One package is available with 2 CUSA, another with 1
CUSA, with 3 and 3 or 6 and 7 primary and secondary in-
puts, respectively. These packages allow realization of most

g A )
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Fig. 4. Flow table of machine M.

of the practical systems without fan-in problems. If nec-
essary, extensions may be done with gates (taking care of
added delays on primary inputs).

3) Within some constraints on the inputs, the delay A is
not useful. This is particularly interesting for medium- or
large-scale integration,

If each input variable x and its complement x” is avail-
able from the output of a flip-flop made with 2 NAND gates,
the delay is not useful. As shown in Fig. 6, the falling level
(in turn x and x’) is always delayed by 1 unit (1 unit =
delay of 1 gate) from the rising level (in turn x” and x) i.e.,
5(1,0) = 1 unit for every transition. With 8(1,0) = P, = Py
= S, = 1 unit, the technological conditions give Ao = Ao
"= Ao = —1 unit, so A, = A; = 0 is a solution. The same result
may be obtained with CUSA carried out with 2 NOR gates
or 2 NAND gates if the input variables are available from
flip-flops made with 2 NOR gates or 2 NAND gates, Te-
spectively. : !

4) This has been used for an MSI manufacture in MOS
technology [12]. The chip contains 15 inputs (each of them
associated with a flip-flop made with NOR gates), 30 CUSA
(made with 2 NOR gates, without delay), and 10 outputs.
Between the input circuits at the top of the chip and the
output gates at the bottom, the CUSA covers a vertical
strip. Three masks are independent of the network and the
fourth specifies the connections corresponding to the de-
sired network. These connections are horizontal metalli-
zations on three fieds corresponding to primary inputs,
secondary inputs, and outputs realization, respectively.

B. Simplification Method

There are 2 types of simplification. The first type con-
sists of eliminating certain connections and eventually

some CUSA utilizing source states. The second type of

simplification consists of gathering some states ‘to be
., represented, under certain conditions, by only one
i CUSA. ! i

Suppression of Connections and Cells: Let us consider
the machine M; (Fig. 4) and assume that the input state
isx; = 1, % = 0,1e,x1xy = 1. The system is certainly in
state d, because this state is alone in its column, no matter
what the sequence must have been before. So it is possible
to replace all the secondary inputs of the CUSA D by a
permanent level 1. Let us call d a “source state” because
yg takes the value 1 as soon as the corresponding input
state is reached, independently of what happened before.
State « is also a source state. Suppressing all secondary
inputs of CUSA A and D in Fig. 5 leads to Fig. 7. '

]
)
<

l-ﬂ"“"-/II

L
al

F E

)i

Fig.5. Canonical wiring of machine M;.
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Fig.6. Input variable available from flip-flop.

We see, now, in Fig. 7, that the network is disconnected
and that cells D, E, F are unuseful for realizing outputs z;
and z5. These CUSA may therefore be cancelled.

Remark: States which are alone in their column are
source states of the first kind. Other source states have the
same property that every secondary inputs may be re-
placed by a permanent 1 level. This property, based upon
the new notion of hypovalence, is not discussed here be-
cause it is not used for synthesis from graphs. The reader
is referred to [9] or [10] for further information.

State Gathering: Let us see under what conditions two
or more states can be represented by only one CUSA. As-
sume the machine M| is in the state b (see Fig. 7) and the
outputs are z; = zp = 1. If x; takes the value 1, we pass from
state b to state ¢ and the outputs are always z; = z2 = L.
Input x{ may come back to 0, b is reached again, and so on.
So changing x; keeps the system in states {b L} without
changing the outputs and we can represent the double
state be by only one CUSA BC on which neither x; nor x1.
are wired. The new state bc is insensitive to the input
variable x;. We get the simplified network of Fig. 8. "}

The following has been shown in [9]: ' :

Gathering conditions: One can get an equivalent
cellular realization by representing two states a and b by
only one CUSA if the following four conditions are ful-..
filled: ' i

1) They produce compatible outputs.

9) Their successor states are compatible. _

3) They are only differentiated by one input x;. é

4) Let x7 = 1 in state a. No transition from any other
state except that of state b towards state a can be achieved
by x¥ (and vice-versa). - i Ve

Two double states can be gathered into a quadruple -
state if they satisfy the gathering conditions, and so mq

&
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Fig. 7. Suppression of secondary inputs of A and D (source states).
Machine M.
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Fig. 8. Simplified network for machine M.

Remark: The gathering conditions 1) and 2) correspond
to the classical state merging conditions to keep a Moore
machine form. The conditions 3) and 4) are needed for
CUSA networks.

III. SYNTHESIS FROM GRAPHS

This synthesis is easily applied to automata that can also
be described by flow tables, but it is especially well adapted
to industrial automata. The term “industrial automata”
perhaps does not constitute an accurate class, but within
this context it applies to systems which have many inputs,
many outputs, and which are very incompletely specified
(many input combinations being physically impossible).
Starting from specifications, such a system is easier to
define by a graph than by a large and almost empty flow
table. The nodes of this graph usually correspond to mul-
tiple states already gathered. The most important sim-
plifications for these systems result from state gather-
ing. : :

A. Example of Synthesis from a Primitive Flow Graph

The analysis of the following example will help us to
understand the more general case of synthesis from a
nonprimitive graph. Let us consider again the machine M,
of Fig. 4. It can be represented by the primitive flow graph
of Fig. 9(a) with the notation given in Section II-A. Next
to each state, the outputs which have the value 1 in that
state are marked.

From this primitive flow graph of Fig. 9(a) we can get the
canonical wiring by applying the following rules (which will
be later generalized to a nonprimitive graph).

Rules of Wiring from a Graph: A CUSA is associated

Fig. 9. (a) Primitive flow graph of machine M;. (b) Gathering of

states.

with each node a. They are wired: 1) as primary inputs; the
incoming variables and the complement of the outgoing
variables concerning state a; 2) as secondary inputs; the
outputs of the predecessor CUSA. Each output is realized
by an OR gate. _

As an example let us consider the primitive flow graph
of Fig. 9(a) and the corresponding network of Fig. 5. The
cell F is associated with the state f. The incoming variable
of f (near the branche entering f) is x;. The outgoing
variables of f are x; and x,. As a result, the primary inputs

of F are x7 and xo. Branch e —= f is associated with the . - |

connection output of E-> the secondary input of F.

Some simplifications are possible on the primitive graph.

Let us first consider the gathering of states b and ¢ of Fig.
9(a). They can be replaced by the state bc of Fig. 9(b) since
they produce the same output and the input x4, to which
be is insensitive, is neither an incoming nor an outgoing
variable of state be. Indeed, incoming and outgoing vari-

ables are wired on a CUSA (not complemented or com- -

plemented), while an insensitive variable is not wired. The .
input variable x; which can change from 0 to 1 or from 1
to 0 in state be is noted near a loop. We have now two
transitions from be by the outgoing variable x5. These two
transitions towards a and d cannot be simultaneous and -
depend on the value of x; which must be 0 and 1, respec-
tively. They are denoted (x;) and (x1), respectively, for the
two transitions considered. The variable (x;) conditioning
the transition be — a is not considered to be an outgoing
variable of be because it is not necessary to have x; = 1 to
leave be, but it is considered as an incoming variable of a,
because it is necessary to have x; = 1 to reach the state a
(a generalization is given in Section ITI-B). States e and f
can also be gathered. From the graph arrived at in Fig. 9(b)
we can get a network of 4 CUSA by applying the preceding
rules of wiring.

Let us now see if some states of Fig. 9(b) are source
states. To be stable, the incoming variables of state a must
be 1 and its outgoing variables must be 0,i.e., x1x5 = 1. Let
us call M, = xix, the characteristic monomial of a. We -
then get, in the same way, M. = 12, Mg = 21X, and Mf
= x,. Let us assume that M, = xix5 = 1, then My, = My =
Mes=0.Soif x3x5 = 1 the machine is certainly in state a.
It is a source state. We find that d is also a source state.
Using this property, we get the graph of Fig. 10 with the
following conventions: a source state is surrounded by a
square; each branch reaching a source state is deleted; to
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determine which are the primary inputs to be wired, we
note the characteristic monomials of the source states.

The part {[d,ef] of the graph is no longer useful because
the corresponding CUSA are not used to produce any
output, and they do not lead to any useful cells. Applying
the wiring rules to the subgraph {a,bc} of Fig. 10, we get the
simplified network of Fig. 8. ;

B. Description of a Nonprimitive Graph

The proposed graph is thus formed as follows: near each
node one notes for the corresponding state, the 1 output
variables and the undetermined input variables; near each
branch the input variable whose rise makes the corre-
sponding transition is marked, and, eventually, input
variables whose values enable the transition. These con-
siderations are illustrated in Fig. 11 in relation to state a.
When the system is in state b, the passage from 0 to 1 of x4
(the variable which provokes the transition) leads to state
a if x5 = 1 (this variable which conditions the transition
can be monomial). In state a, x3 can change without the
change of state.

Notation: Let us define some set of variables (see Fig.
11, for example):

Z, is a set of unitary outputs in state a. Z, = {z5,23}.

011

Za={z:,2.}
la={x;,%}
Oa= {x2,%}]
Dg= {x3}
Dg= (=}

(b)
a graph. (a) Part of a flow table: one

I, is a set of incoming input variables of statea. I, =
{x5,x4} is the union of variables initiating the arrival to state
afx x4}, and of the variables conditioning the arrival to
state ajx3}.

0, is a set of outgoing input variables of state a. O, =
{x5,x4). These are the variables initiating departure from
state a. !

D, is a set of undetermined input variables in state a.

- Dy = {x3}. These are the variables which may be sometimes
0 and sometimes 1 in the same state a. :

DY is a set of invariant input variables in state ¢. D =

fz1). :
One can also define some sets with complemented
variables noted, for example, I, = {xo,x 4}, and other sets
insensitive to the sign of the variables, for example, I; =
{ra,x4.

If a variable x; of O, appears on several branches exiting
from a, we call O a set of monomials conditioning the
transitions by a variation of x;. In the example of Fig.
11:

03 = [xa.x3 |
DY is a set of variables which do not belong to Iz U 07 U

D,. For example (see Fig. 11), x1 has the value 0 during
every transitions towards a, in state ¢, during every tran-
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sitions from a. State a is insensitive to the variables be-
longing to D, \U DY".

Let us now examine an example of establishing a non-
primitive graph from specifications.

Example:

1) Specifications (see Fig. 12).

Let the wagon W be on contact P. As soon as the button
M is pressed, the wagon goes to the right. If M is pressed
long enough for the wagon to leave contact P, it goes to
point @ and immediately comes back to P. When again
reaching P, W stops, if M is not pressed, or starts a new
cycle if M is pressed. This system has 3 input variables; M
(starting pushbutton), P and @ (presence of W at the left
and at the right contacts, respectively); and two output
variables: R and L (move to the right and move to the left,
respectively).

2) Establishing of the initial graph (Fig. 13).

At the start, let the system be in state a: no output is
activated. As soon as M takes on the value of 1, the system
" passes into state b; in this state, output R is activated and
the wagon goes to the right. Two input changes are then
possible: either M is released, the branch denoted M’ shows
that the system then comes back to state a, or the contact
P is left before releasing of M and the automaton reaches
state ¢ through the branch noted P’ (see Section III-F
about the simultaneous changing of M’ and P’). In this
state, R is always activated and M can be released or
pushed again without a change of state. Then W reaches
the contact Q. For the state reached, d, the activated
output is now L; M is always undetermined-and, going
towards the left, the wagon will leave contact §. @ can take
on the value 0 without a change of state and is indicated
as an undetermined variable for this state, d. When W
reaches the contact P there are two possibilities: either M
= 0 or M = 1. The two corresponding iransitions towards
a and b are marked P(M’) and P(M), respectively.

C. Functional Graph: Wiring
This is the most important part of the design. The initial

graph is not unique, since a nonprimitive flow table is not
unique, and it can contain some states gathered regardless
‘of the gathering conditions of Section II-B. We shall now
examine the correct construction methods working from
agraph.

For a good understanding of the properties below, let us
comment on Fig. 14.

Fig. 14(a): This corresponds to an ordinary transition,
as every transition in a primitive flow graph. The input
variable xy, the outgoing variable of state a is wired as x;
on A, the incoming variable of state b is wired as x; on
B.

Fig. 14(b): The input variable x», undetermined in states
a and b, is not wired on the corresponding cells.

Fig. 14(c): x2 is undetermined in state a, thus not wired
on A. The transition ¢ — b is conditioned by x,. This
means that the changirng of x4 leads to state b, but only if
x9 = 1. Thus x5 is wired on the CUSA B, and B can only be

- — b
A @ . i - .’I A M
¢ SR

Fig. 12. Control of a wagon (machine Ms).

e

Fig. 13. Initial graph of machine Ms.

reached if x1x4 = 1. From state ¢, a change of x; when x5
= () leads to another state, ¢ in our example,

- Definition: A graph is said to be deterministic if for
any input sequence, from any initial state, the automaton
cannot exist simultaneously in two states..

Theorem 1: A graph is determjmstlc if and only if for any
state a:
a) A variable belonging to D, does not appear in O,

d.e.,

D.NO.=¢.

b) For the same outgoing variable, the monomial con-
ditions are mutually exclusive, i.e.,

Vxt €0, VmjmpeOF, jxk:

The proof is quite obvious because condition a) ex-
presses that the automaton cannot exist simultaneously
in state a and in one of its successor states, and condition
b) expresses the fact that the automaton cannot go si-
multaneously into two successors of state a.

Definition: A graph is said to be functional if, by
applying the rules of wiring (Section III-A) to that graph,
one can obtain an automaton which is exactly in one state,
for any specified input sequence from any initial state.

Theorem 2: A graph is functional if:

a) It is deterministic (the two conditions of theorem 1
will be referred as (1-a) and (1-b)).

b) For any state a, a variable belongmg to D, does not

appearinl), ie.,
D,NI;=¢.
One can prove this theorem by showing that the gath-

ering conditions (Section II-B) are satisfied for the states
gathered in state a, if this state a satisfies the conditions

_ a) and b). Condition (1) is automatically fulfilled because

only one output state can be associated with a node of the
graph. Condition (2) expresses determinism; condition (a)
insures this determinism. Condition (3), when applied to
successive gathering, implies that a variable belonging to
I, always appears with the same sign and a variable be-
longing to O, always appears with the same sign but op-
posite to the first one, Le.,

m; Xm-kEO.
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Q) xteLUO,=xY¢l, U0,

If condition ¢)—very useful for the designer to avoid
faults—is not satisfied for state g, some input variable
must have the values 0 and 1, so it is an undetermined
variable, and condition b), or condition (1-a) is not satis-
fied. Condition (4) is fulfilled if condition b) is satisfied.

Let us remark that condition a) about determinism is
concerned with a correct description, independently of the
synthesis, while condition b) is needed by the proposed
$ synthesis method.

Obtaining a Functional Graph from an Initiel Graph:
If the graph is not deterministic, it may be necessary to
return to the original specifications in order to describe an
initial deterministic graph (in effect, one cannot guess at
the real functioning).

If the graph is deterministic (this is the usual case if the
designer has not made any mistakes), condition b) may not
be satisfied. It is then necessary to “divide” (see below) into
~ two the states which do not comply with this condition.
¢ Returning to the specifications is not useful here, but does

allow one, in some eases, to avoid nonexistant transitions.
Let us see, in an example, how to divide a state.

Application to the machine Ms: One can check that the
graph of Fig. 13 is deterministic but not functionalk: indeed
8 € I'; N Dy. This state, d, is divided into two states d;
and d», as shown in Fig. 15.

The passage from one to the other of these two new
states is accomplished by variation of @’ (it is clear from
specifications that a branch d; — d, denoted as @, cannot
exist). Associated with states d; and d5 are the same out-

. puts variables as with d (i.e., {L}} and the same undeter-
mined variables exept § (i.e., [M}). A transition from ¢ to
d would be replaced by two transitions towards d; and ds
in the general case, but here it can be a transition towards
dy, in order to satisfy condition c). In the general case each
transition from d would be replaced by two transitions

Fig. 14. Parts of graphs and associated wirings.
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from d, and ds if they are compatible with the function- 3
ality conditions. But in our example, it is clear from the
specifications that the transitions noted as P(M’) and
P(M) can only be achieved from do.

The graph of Fig. 15 is functional and one can directly
make the wiring from this graph, but one can also obtain
a simpler network.

Let us remark that a number of sufficient divisions al- |
ways leads to a functional graph. Indeed, the limit is the ]
primitive graph which is always functional. z

D. Gathering of States: Irreducible Graph

When a functional graph is obtained, one can eventually .
reduce it by gathering 2 or more states. The only condition
is that the new graph be functional. Let a group of states
be neighbors if for any pair of states of this group there
exists at least one chain leading from one to the other and
passing only through the states of this group.

In practice, the gathering conditions for 2 or more
neighbor states on a graph are as follows:

a)

they produce the same output,
b)

none of the incoming or outgoing variables of the -3
new multiple state may change inside this state,
the outgoing conditions, which may eventually be |
added, leave a graph still functional.

The graph of Fig. 15 is said to be an irreducible graph
because no further gathering is possible.
Let us study as an example the gathering of states b and

¢ of machine M; (refer again to Fig. 9). The last 3 condi-
tions are satisfied:

c)

condition a):
condition b);

Zy =17, = {zy,29} = Z

e M Dpe=fxad Nixl=¢

O3 N Dpe = lxad N ixid = ¢

Dy, includes the undetermined variables
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Fig.15. Functional graph for machine M.

for b, those for ¢, and the input vanahle
: leading from b to ¢.
condition ¢);’
on branches be — a and be — d, states
a and d always satisfy the functionality
conditions.

In general, one can also gather some states which are not
neighbor states. One must then account for an invariant
variable; if it has opposite signs in two states ¢ and b, it is
then undetermined for the new state, ab. '

~ E. Source States: Simplified Graph

This is a generalization of what has been presented in
the example of Section II-A.

Definition: A characteristic monomial of a state u is the
monomial which characterizes the set of input states for
which state u is stable. Let us denote it by M,,.

Consequently, M, consists of all the input variables
which do not belong to D, i.e., the incoming variables with
their sign, the outgoing variables with the opposite sign,
and the invariant variables with their sign. Equivalent-
ly,

M,= I o
. x;+EIuU0u UDu.
For example, one has for the state a of Fig. 11:
= {x5%4), and DC=ix3

- Thus M,1 = x} - x5 - x4 is a monomial which characterizes

Oa. = {x 2’14},

 the 2 columns where state a is stable.

Property: State u is a source state of the first kind if and
only if its characteristic monomial has a null product with
the characteristic monomials of each of the other states of
the automaton. This condition expresses the fact that state
u is the only stable state for the set of input states, char-
acterized by M. If the set of all machine states except u
is denoted by ©Q,, one can write:

u is a source state of the first kind = M,{ 2 MU) =

ve y
Simplified Characteristic Monomial: For a source state
u, the wiring of all the variables of M,, as primary inputs
ensures that the cell U will only assume the value 1 when
the input state will correspond to state u. M,, contains the
variables of I, and O, which are indispensable, as well as

after addition of conditions (x7) and (x1) -

the variables of D? which are not necessarily useful. In-
deed, if there exists a simplified characteristic monomial
M., the literals of which are a subset of the literals of My,
such that

M, zMu)=

the input variables which appear in M, are sufficient to

_ensure that the cell U, associated with the state u, will not

take on the value 1 when the system is in another state.

Study of the Source States: In order to find the
source states, let us form the characteristic monomial of
each state. To do so, let us create a table stating the value
of each input for each state. For the graph of Fig. 15, the
table given in Fig. 16 is constructed as follows:

First, one states (in heavy type) on the table the infor-
mation which is immediately obvious on the graph. For
state ¢, for example, one can notice P’ and @’ which cor-
respond to I, U O, and a dash for the variable M which is
undetermined in this state. Let us note that establishing
this table is a verification of the functionality conditions
1-a) and b) because any variable x; for one state must be
either x;, or x;, or undetermined, but not two or three of
these simultaneously. :

Then, we fill in the remaining spaces corresponding to
invariant inputs. For example, @ appears as @’ for state
¢. Since the value has not changed between b and ¢, one has
alsoQ’ in state b. One can thus follow a chain (or return to
the specifications).

Let us determine, with the help of t;hls table, if some
states are source states. State ¢ is not a source state because -
its characteristic monomial is not disjoint from that of
da.

Mc Mdz = PrQr PJQ? PrQ; = 0.

On the other hand, a is a source state and M, = M'P. In-

deed, M’ distinguishes a from b and P dlstmgwshes a from
¢, d1, and dy. State b is also a source state with M, = MP.
Therefore, all the branches which arrive at a and b can be
neglected (Fig. 17). State a does not intervene for the re-
alization of the output variables, and besides, it leads to
no “useful” state. One can suppress it.

From the graph of Fig. 17 (except state a) we can im-
mediately deduce the wiring of Fig. 18 by applying the
wiring rules of Section III-A.

The reader can verify that d; is also a source state but
this does not give a more interesting solution.

Let us note that the functionality conditions are local
for each state; that is, to say, that a global consideration
of the graph is not useful. This property allows the treat--
ment of large automata. Examples discussed here are
simple because it is not educational to present a more
complex example. However, we can cite, among success-
fully realized networks, the sequential control of a pilot
distillation column in the Laboratoire d’Automatique at
Grenoble. This sequential system has 16 inputs, 17 out-
puts, 33 states (33 CUSA), corresponding to about 10 000
total states. It has been realized with 50 integrated circuits
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Fig. 16. Characteristic mon'o_mj:zﬁs for machine M 2.

DIL (CUSA plus a small combmanonal part for inputs and
outputs)

" F. Mult;p!e-fnput Change

We have assumed that multiple input change does not
occur. However, let us comment on the possihility of a
double-input change and consider two cases.

1) The input variables may change at random. If the
change of two input variables appears within a range of 30
ns (with the TTL integrated CUSA) it may have an error.
However, if two variables have a mean time between
change of 1 s (reasonable for an industrial automaton),
their change in the critical range can appear less than once
every year. This possibility may generally be neglected
compared to other sources of failure.

2) Two-input variables x; and xo may change sunulta-
neously because they are not independent. Then the sys-
tem can reach a state which is compatible with x1xs = 1
(the graph may eventually be modified). In the example
1 (the graph may eventually be modified). In the example
of Fig. 13, a simultaneous change of P’ and M”,-when the
system is in state b, leads to state'¢c which is compatlhle
with P’M’ (Whlle a is not).’

IV. CONCLUSIONS

As mentioned in the Introduction, the synthesis method
described in the paper is straightforward and systematic;
the networks are realized with a sxngle type of ce]l and
testing is not at all difficult.

The necessary material to carry out a network, estimated
in the number of TTL packages to be interconnected, is
approximatively the same as with any other method.
However, the time necessary for completing the synthesis,
whether by hand or dlgltally programmed is very much
reduced.

This method, when taught at both the technicians’ and
engineers’ level, has met with an enthusiastic response
from the students. - 0

Several realizations of CUSA have been made via con-
ventional electronics, via medium-scale integration with
MOs technology (30 CUSA, with the last metallization
mask determining the interconnections), and via inte-
grated circuits with TTL technology. Using the latter, a
number of rather important multi-input systems involving
hundreds of states and composed of partially independent
subsystems have been realized. One such pilot unit controls
a distillation column at the Laboratoue d’Automathue at
Grenohle

735

Fig. 18. Network for machine M».

APPENDD(

This Appendix shows an example which is more complex
than the examples of the text, but not among the most
complicated which have been already realized. It is an 8-
input, 4-output, 36-total states, asynchronous system.

Specifications: Let a system have 8 input variables de-
fined as follows: x, yx2, x3, U1, Us, U3 are position contacts,
as shown in Fig. 19. The input variable M is a starting
impulse.. The input variable S defines the ¢ycle to be
completed. Starting from point 4, if M = 1, the system
realizes either the cycle ABCDA if S = 1,or AEFGABCDA
if S = 0..S ¢can only be changed in the rest initial state. If
M =1 at'the end of the cycle, a new cycle beging. M can
only be released during the last part DA of the trajectory.
The 4 outputs H,L,D,R, ccrrespond to the different
motions, as'shown in Fig. 19.

Synthesis; The description of the corresp0ndu1g se-
quential system leads to the functional graph of Fig. 20.
The table of characteristic monomials is glven in Fig. 21.
The states 1,4,7,10 are source states, and we get the net-
work of Flg‘ 22. i

" Comments: This example needs 9 D.LL. 1nteg’rated
circuits (4 SF.C 608, 2 SF.C 607, and 3 other L.C. with in-

‘verters and NAND gates for inputs and outputs).

A c‘}assmal realization with NAND gates has ledustoa
use of 10 D.LL. integrated circuit.

“This' ex-a.mple is' quite significant concerning: 1) the
amount of ‘material, which is almost the same in the two
céses; 2) the time of demgn which is much shorter with the
propnsec} synthems (in a ratio from five to ten, from our
own. experlence) Once the functional graph is complete,

the synthesls is qulte direct..

"*-a..'
Sl
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On Totally Self-Checking Checkers for Separable Codes
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Abstract—Design of totally self-checking (TSC) checkers for
separable codes is studied. Assuming a specific checker design, a
sufficient condition on separable codes is derived such that the
assumed checker is TSC. It is shown that the proposed checker is
applicable to certain Berger codes and resid des. A class of
codes equivalent to Berger codes is derived for which the proposed
checker is TSC.

Index Terms— Berger codes, residue codes, separable codes,
totally self-checking checkers, unidirectional faults.

I. INTRODUCTION

' CIEVERAL researchers have studied the prob-
lem of designing totally self-checking (TSC) circuits
[1]-[18]. In [8], [4}, and [7], TSC checkers for m-out-of-n
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codes were given. A TSC single-error correcting, and
double-error detecting circuit for certain Hamming codes
was given earlier [8], [11]. In this paper, we study the
problem of designing TSC checkers for separable (or sys-
tematic) codes [3], [16], and [19]. This problem was studied
earlier (see [15] and [186]), but, as we will show, the results
derived therein are applicable only to a special class of -
separable codes. ‘ S
We will specifically, propose TSC checkers for Berger ©
codes [3], [17] and some residue codes [18], [19]. The results
presented will give the insight necessary to design TSC
checkers for all residue codes and for many other separable
codes.! The motivation for the choice of Berger codes
comes from the fact that many large-scale integration

1 For example, for all check sum codes [9], [28].




